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Abstract—Context: The success of Open Source Software (OSS) projects typically depends on simultaneous contributions of several developers. These contributions often affect the same changing source files and may lead to merge conflicts when integrated. Previous studies investigated the reduction of conflicting merge scenarios. However, empirical evidence on the involvement of OSS contributors in conflicting merge scenarios is scarce. Objective: We aim to fill this gap with a large-scale quantitative study with the goal of understanding: 1) the extent in which OSS contributors are involved in conflicting merge scenarios; 2) characteristics of these contributors; and 3) characteristics of changing source files. Method: We collect both contributor data and contribution data from 66 popular GitHub projects and analyze data of 2,972 distinct contributors who were involved in at least one conflicting merge scenario. We rely on both descriptive and inferential statistics to address our research questions. Results: About 80% of the analyzed contributors are involved in only one or two conflicting merge scenarios. Additionally, 42 out of the 66 projects had its top-one contributor as the one mostly involved in conflicting merge scenarios. Finally, only a small set of changing source files are involved in conflicting merge scenarios. Conclusions: We advocate that training the typically small group of contributors involved in conflicting merge scenarios could significantly reduce the number of merge conflicts. Index Terms—open source software, project contributor, merge conflict, mining software repositories, quantitative analysis

I. INTRODUCTION

Contemporary software development greatly depends on simultaneous contributions of several developers [29], [36], [43]. Such observation particularly stands in the open source software (OSS) development [19], [33], which has GitHub as a prominent enabling platform. We refer to all GitHub users who have contributed to an OSS project (by either communicating with other users or changing source files) as contributors [49]. Users whose contribution is highly frequent (in this work, we consider users who are responsible for 80% of all contributions to an OSS project) are called top contributors. The remaining users are called occasional contributors.

Contributions may occur at two distinct levels of the OSS project development: merge-scenario level and project level [48], [49]. The former refers to contributions in a merge scenario, while the latter refers to contributions on the whole project at the end of each merge scenario (i.e., at the merge commit). Given the distributed nature of contemporary software development, contributions often affect a specific changing source file simultaneously and may lead to merge conflicts [1], [23]. Whenever the integration of simultaneous contributions leads to merge conflicts, we have a conflicting merge scenario. Contributors who were involved in a conflicting merge scenario are called conflicting contributors.

Several empirical studies investigated conflicting merge scenarios over the last decade [1], [23], [35], [48], [49]. While some studies focused on either predicting [35] or resolving [23], [48] conflicting merge scenarios, others investigated characteristics of merge conflicts [1], [49]. Still, little has been empirically done in terms of investigating the involvement of OSS contributors in conflicting merge scenarios. We advocate that understanding social aspects of conflicting contributors (and their activity on changing source files) can help decide which OSS contributors to instruct (and when to do it) with the purpose of avoiding conflicting merge scenarios.

In this paper, we present a large-scale quantitative study aiming at investigating what is behind developer contributions on conflicting merge scenarios. We are particularly interested in the three following aspects of developer
contributions. First, we assess the extent in which OSS contributors are involved in conflicting merge scenarios. Second, we look at the top contributors to understand their involvement in conflicting merge scenarios. Third, we characterize changing source files typically involved in conflicting merge scenarios.

To achieve our goals, we systematically collect both contributor data and contribution data from 66 popular GitHub projects. From a total of 25,397 distinct contributors, we analyzed 2,972 (11.70%) contributors who are involved in at least one conflicting merge scenario. We rely on both descriptive and inferential statistics to address our research questions. We summarize below our main study findings and their potential implications.

- **80% of the conflicting contributors were involved in only one or two conflicting merge scenarios.** Thus, a small group of conflicting contributors (only 20%) is involved in the majority conflicting merge scenarios. We advocate that training this specific small group could significantly reduce the number of merge conflicts.

- **64% of the 66 OSS projects under analysis had their top contributor as the one involved in more than 50% of the conflicting merge scenarios.** This result emphasizes the role of top contributors in the success of OSS projects with respect to the overall project quality.

- **A small set of changing source files was involved in conflicting merge scenarios.** Additionally, our results suggest that the most changed source files are affected by trivial, minor changes. Thus, we believe that contribution rules defined for each OSS project could avoid merge conflicts caused by these trivial, minor source file changes.

**Replication Package:** We have made the replication package of our quantitative study available online [47] for consultation. This package contains the framework to collect data, scripts to perform the analyses, and the data used in the analyses.

The remainder of this paper is structured as follows. In Section II, we provide our operational definitions of top contributors and occasional contributors which are relevant to the rest of the paper. In Section III, we describe our study design. In Sections IV to VI, we present our study results for each of our three research questions. In Sections VII and VIII, we discuss threats to the study validity and related work. Finally, in Section IX, we conclude this paper and suggest future work.

II. Top and Occasional Contributors

In this section, we summarize the operational definitions of top contributors and occasional contributors used in this paper. We rely on this classification instead of core and peripheral developers because, as suggested by a previous study [24], we consider that these terms better represent high-frequency or low-frequency contributors, respectively. Our definitions classify developers at distinct levels of granularity, project, and merge scenario as follows.

**Top and occasional contributors at project level classification:** Top and occasional developers at project level are classified based on their code contributions to the entire OSS project at the end of each merge scenario (i.e., at the merge commit). We followed the five steps below.

1) We compute, for each merge commit (we consider the `git checkout` command), the authorship of each line of code in the entire OSS project.

2) We sum up the lines of code each developer contributed, thereby mapping each developer with an unique identifier (`key`) to an object with the developer's information (`value`). This object includes an attribute informing the number of lines of code this developer changed in the entire project at the moment of the merge commit.

3) We compute the total number of lines of code in the project by summing all developer contributions.

4) We generate a list of developers by code contributions in descending order (i.e., developers who contributed the most appear at the top of the list).

5) We extract the developers at the top of the list whose sum of their contributions represent 80% of all contributions at the moment of the merge commit. These developers are the top contributors, while the others are the occasional contributors. The rationale behind this threshold is due to previous work [10], [33], [39], [44] which observed that code contributions typically follows a Zipf distribution (which implies that the top 20% of contributors are responsible for 80% of the contributions).

**Top and occasional contributors at merge-scenario level classification:** Top and occasional developers at merge-scenario level are classified based on their code contributions to a merge scenario. The classification at merge-scenario level is similar to the one at the project level; only the first step differs. Instead of measuring the authorship of each developer in the entire project, we measure the code contribution of each developer in the merge scenario. In other words, for each merge commit, we measure only the lines of code changed between the base commit and the merge commit. Hence, top contributors at the merge-scenario level are the developers who contribute to 80% of the changed lines of code in the merge scenario, while all other developers are occasional contributors.

The distinction between project level and merge-scenario level is crucial. The developer roles at project level provide a general view of the code contributions, while the developer roles at merge-scenario level provide a fine-grained, focused view on the code changes in a merge scenario as well as on merge conflicts.

III. Study Design

We describe our study design as follows. In Section III-A, we introduce our study goal and research ques-
tions. In Sections III-B and III-C, we explain the dataset extraction process and analysis procedures, respectively.

A. Study Goal and Research Questions

We rely on the Goal-Question-Metric template [5] to systematically define our study goal as follows: analyze OSS project contributors involved in conflicting merge scenarios; for the purpose of acquiring empirical evidence on characteristics and activities performed by the contributors; with respect to 1) how often contributors are involved in conflicting merge scenarios and the extent of such involvement, 2) key characteristics of the contributors involved in conflicting merge scenarios, and 3) characteristics of the contributions in terms of changed source files; in the context of popular GitHub projects.

We defined the three research questions (RQs) below with the purpose of driving our study.

RQ$_1$: To what extent open source project contributors get involved in conflicting merge scenarios? – We are particularly interested in the distribution of each developer role rather than a general analysis. Thus, RQ$_1$ is decomposed into the two sub-questions below.

- **RQ$_{1,1}$**: How often do contributors get involved in conflicting merge scenarios?
- **RQ$_{1,2}$**: What is the proportion of involvement in conflicting merge scenarios by conflicting contributors?

RQ$_2$: How often are top contributors or top conflicting contributors involved in conflicting merge scenarios?

RQ$_3$: What are the main characteristics of the changed source files in conflicting merge scenarios?

B. Dataset Extraction Process

We computed the number of stars to collect the 100 most popular GitHub projects [8]. We relied on GitHub as it is very popular in industry and largely investigated in the literature [12], [15], [19], [41], [42], [45], [48]. We limited our analysis to GitHub repositories because detecting merge scenarios is straightforward [35], [49]. To define our set of subject projects, we applied the following four filters [25].

**Filter 1**: filter out projects whose main file extension does not correspond to a programming language. Our study targets actual software projects. **Filter 2**: filter out projects with less than two commits per month in the last six months. Our study targets active GitHub projects. **Filter 3**: filter out projects for which we cannot reconstruct at least 50% of all merge scenarios. Our study targets projects that mostly adopt a three-way merge pattern [19], [28]. Including projects that adopt other patterns could bias our analysis. **Filter 4**: filter out less popular JavaScript projects to balance our set of subject projects in terms of the number of projects by programming language since it prevents analysis biases.

Our strategy for acquiring the merge scenario data consists of the following five steps. **Step 1**: for each selected repository, we clone its subject project. **Step 2**: we identify merge scenarios by filtering commits with multiple parent commits (merge commits are identified in Git when the number of parent commits is greater than one). **Step 3**: for each merge commit, we retrieve a common ancestor for both parent commits (i.e., the base commit). **Step 4**: we (re)merge the parent commit of the source branch into the parent commit of the target branch by using the standard `git merge` command and retrieve measurement data by comparing the changes that occurred from the base commit until the merge commit. **Step 5**: we store all data and repeat Steps 3 to 5 for each merge scenario found in Step 2.

Our set of subject projects has 66 GitHub projects. These projects are developed in 12 different programming languages, including C++, Java, JavaScript, and Python. Our set has a total of 78,740 merge scenarios, which involve more than 1.5 million changed source files, 10.4 million chunks, and 3,950 conflicting merge scenarios. Bootstrap [46], Lantern [16], React [14], Redis [2], and TypeScript [32] are examples of subject projects. The full list of subject projects and additional content can be found in our supplementary repository [47].

In Figure 1, we depict the distribution of project metrics extracted from our set of subject projects. The metrics include the number of merge scenarios (ms), conflicting merge scenarios (cms), source files (files), chunks, commits, and developers (devs). We found a total of 25,397 distinct contributors; 2,972 out of these contributors (11.70%) were involved in at least one merge conflict.

C. Data Analysis Procedures

**RQ$_1$ Analysis**: To answer RQ$_{1,1}$, we create a table with all OSS contributors who are involved in at least one merge conflict. After, we group the contributors into five categories according to the number of conflicting merge scenarios they are involved in: one, two, three to five, six to ten, and more than ten conflicting merge scenarios. These values were arbitrarily chosen to support the data visualization given its power law distribution. In our case, power law distribution means that several merge scenarios have few contributors and few merge scenarios have several contributors. As we know the developer roles in each merge scenario, we can look into the contributions of developers in each role and filter accordingly.
scenario, we normalize each developer role to compare the number of developers who contribute in each group. To answer RQ1.2, we also group contributors and analyze the distribution over the subject developer roles. However, we are interested in comparing their total of contributions with respect to their conflicting contributions. For instance, we investigate how often the contributions of a certain contributor lead to merge conflicts.

**RQ2 Analysis:** Our RQ2 analysis is two-fold. First, we analyze the share of conflicting merge scenarios of the top contributors by project. Top contributors are those who contribute to majority merge scenarios. Second, we analyze the share of conflicting merge scenarios of top conflicting contributors. Top conflicting contributors are those who are involved in the highest number of conflicting merge scenarios in the subject projects.

**RQ3 Analysis:** We rely on manual and qualitative procedures to address RQ3. We start by obtaining the list of top conflicting contributors from the five subject projects with the highest number of conflicting merge scenarios. After, we manually inspect each conflicting merge scenario. Our goal is to capture factors that may have led to the merge conflicts. For short, we perform three analyses: 1) we explore the numbers of merge scenarios and conflicting merge scenarios in these projects; 2) we discuss the impact of project rules on merge conflicts; and, 3) we analyze some changed files related to conflicts.

**IV. Conflicting Merge Scenarios per Contributor (RQ1)**

In this section, we address RQ1 by discussing the extent in which OSS contributors are involved in conflicting merge scenarios. In Section IV-A, we provide the results regarding how often contributors are involved in conflicting scenarios, while, in Section IV-B, we present the results on the proportion of involvement in conflicting merge scenarios in contrast to all merge scenario contributions.

**A. Contributors in Conflicting Merge Scenarios (RQ1.1)**

**Overall Results.** In Figure 2, we depict the distribution of contributors by the number of conflicting merge scenarios they were involved in. Such distribution is presented in terms of five groups: one, two, three to five, six to ten, and more than ten conflicting merge scenarios. We present both the absolute number of contributors and the percentages with respect to the total of 2,972 contributors involved in at least one conflicting merge scenario. We discuss below our main findings.

Our data suggests that about 80% of the contributors were involved in only one or two conflicting merge scenarios. Indeed, we found that majority contributors are involved in either one conflicting merge scenario (62.6%) or two conflicting merge scenarios (17.3%). On the one hand, this result is expected if we consider the nature of globally distributed development [31] and the inherent complexity of modern OSS projects involving several contributors [30]. On the other hand, it contrasts with past work assumptions on the relationship between merge conflicts and the little inexperience of new contributors with a specific OSS project [20]. Interestingly, however, we see in data of Figure 2 that approximately 20% of the contributors are involved in more than three conflicting merge scenarios. We also highlight that only 3.8% of the contributors are involved in more than ten conflicting merge scenarios. This result can be explained because, even in large OSS projects with hundreds of contributors, a very small group of contributors is responsible for most tasks related to maintaining and evolving a project.

**Results by Developer Role.** In Figure 3, we show the distribution of the investigated developer roles by the number of conflicting merge scenarios. That is, we compute the distribution of contributors by their respective top or occasional roles (see Section II). We expect this new perspective will help us understand the nature of those contributors who are more often involved in conflicting merge scenarios. We discuss below our main observations.

**Project-level contributions.** In Figure 3(a), we show that 74.61% of the top contributors are involved in more than ten conflicting merge scenarios, while only about 20% of the occasional contributors were involved in such amount of scenarios. This result is explainable since top contribu-
tors make most of the key decisions on the project maintenance and evolution. On the other hand, approximately 50% of the occasional contributors were involved in one or two conflicting merge scenarios. This finding is interesting given the occasional nature of many contributions [37], [38], which may be fine-grained and less likely to generate conflicts.

**Merge-scenario-level contributions.** In Figure 3(b), we show similar trends especially for occasional contributors. Slightly more than 50% of top contributors are involved in more than ten conflicting merge scenarios, against less than 25% for occasional contributors. This is an expressive percentage, although less expressive than the 75% of top contributors at project level. We speculate that such drop in percentages may be because we are looking at a fine-grained level and the changes performed by top contributors are more specific, like fixing a bug or introducing a new feature. On the other hand, about 40% of the occasional contributors at merge-scenario level were involved in one or two conflicting merge scenarios.

**RQ\textsubscript{1.1} Finding:** Overall, approximately 80% of OSS contributors are involved in a very small number of conflicting merge scenarios, i.e., one or two scenarios. With the analysis by developer roles, we see that top contributors are often involved in more than 10 conflicting scenarios while occasional contributors are often involved in less than 5 conflicting scenarios.

**B. Proportion of Involvement in Conflicting Merge Scenarios (RQ\textsubscript{1.2})**

In this section, we investigate the rate among all contributions and the conflicting contributions for the 2972 contributors that are involved in merge conflicts.

In Figure 4, we show this rate divided into four groups: up to 25%, between 25% and 50%, between 50% and 75%, and greater than 75%. The first group (≤25%) and last group (>75%), we found that 1019 contributors introduce merge conflicts into all their contributions. This finding represents 34.3% of the contributors involved with merge conflicts and 4% of all subject contributors.

In Figure 5, we present the share of conflicting contributions by the amount of merge scenarios contributions at project- and merge-scenario-level. As we observe in this figure, most contributors from all developer roles belong to the group of contributors with conflicting rate less than 25%. On the other hand, we see that occasional (at project level and merge-scenario level) developers have more than 25% of developers in the group with a rate of conflicting merge scenarios above 75%. Hence, we assume that most contributors with a very high conflicting rate do not often contribute to the project. Looking at our data, we observed that the code contributions of the occasional developers whose rate of conflicting contributions equals 100% vary from 1 to 25 merge scenarios. In fact, 997 of them contributed to up to 5 merge scenarios.

**RQ\textsubscript{1.2} Finding:** About 50% of the contributors involved in merge conflicts have a rate of 25% of their contributions into conflicts. Most of these developers are top contributors at project- and merge-scenario levels. Surprisingly, 34% of conflicting contributors have merge conflicts in all of their contributions. Given the small number of contributions and supported by our data, we see that most of them are occasional contributors.

**V. Top Contributors and Top Conflicting Contributors (RQ\textsubscript{2})**

In this section, we provide an overview of the top contributors (Section V-A) as well as of the top conflicting contributors of each project (Section V-B).
A. Most Active Contributors

In Figure 6, we present the percentage of conflicting merge scenarios for top contributors of each subject project. We can see in this figure that 37.9% of the top contributors participated in up to 25% of the conflicting merge scenarios. We also see that 21.2% of the top contributors were involved in 25-50% of the conflicting merge scenarios, 27.3% of the top contributors participated in 50-75% of the conflicting merge scenarios, and 13.6% of these top contributors participated in more than 75% of the conflicting merge scenarios. In other words, in 27 out of 66 projects the top contributors were involved with more than 50% of the conflicting merge scenarios.

In 12 projects, the top contributors participate in more than a thousand merge scenarios. However, in only four projects, these developers are involved with the majority of conflicting merge scenarios. Interestingly, in two projects, the top contributor is involved with the same number of conflicting merge scenarios than other contributors. As the participation of top contributors and the top conflicting contributors in the majority of conflicting scenarios often happens, it is interesting to look deeper at their contributions aiming at identifying coding practices that lead to merge conflicts. We perform this analysis in Section VI.

B. Most Active Conflicting Contributors

In Figure 7, we depict the percentage of conflicting merge scenarios for top conflicting contributors of each subject project. For short, we observe in this figure that 15.2% of the contributors participated in 25% of the conflicting merge scenarios while 36.4%, 31.8%, and 16.7% of these contributors were involved with 25-50%, 50-75%, and 75% of the conflicting merge scenarios, respectively. In other words, in 32 out of 66 projects the top conflicting contributor is involved with more than 50% of the conflicting merge scenarios.

In a few cases, top conflicting contributors participated in more than 100 conflicting merge scenarios. For instance, in the case of project b3 [11] the same developer is involved with 364 conflicting scenarios. It represents 84.26% of the conflicting merge scenarios of that project.

Based on a manual verification, we compare the contributors that represent both charts of Figures 6 and 7. We see that they are the same developers in 42 projects; i.e., the developer that contributes to more merge scenarios in the project is also the one involved with the majority of conflicting merge scenarios. Interestingly, in two projects, the top contributor is involved with the same number of conflicting merge scenarios than other contributors. As the participation of top contributors and the top conflicting contributors in the majority of conflicting scenarios often happens, it is interesting to look deeper at their contributions aiming at identifying coding practices that lead to merge conflicts. We perform this analysis in Section VI.

RQ2 Finding: In 42 out of 66 projects, the top contributor is also the top conflicting contributor. In 39.4% of the projects, the top contributors participate in the majority of conflicting merge scenarios in their project. Similarly, in 48.49% of the projects, the top conflicting merge scenario contributors are involved with the majority of the conflicting merge scenarios that happened in their respective projects. In other words, in 27 and 32 projects, the top contributor and top conflicting contributors are involved with more than 50% of the conflicting scenarios, respectively. It may be an indicator that these contributors follow bad practices which make them participate in the majority of the merge conflicts of their projects.

VI. Analysis of Conflicting Changes (RQ3)

Looking at our data, we found three projects (CS-Notes, MarDown-Here, Systems-Design-Primer) that the top conflicting contributors participated in all conflicting merge scenarios. However, since the number of conflicting merge scenarios is small (i.e., up to 37) in these cases, we decided to focus on the five projects with more than 1 thousand conflicting merge scenarios: d3, bootstrap, meteor, webpack, FreeCodeCamp. To preserve the identity of the top conflicting contributors of these projects, we anonymously nickname them C1, C2, C3, C4, and C5.

We organize this section according to the three analyses described in Section III-C to answer RQ3 with data of these 5 contributors.

A. Contributions of Top Conflicting Contributors

In Table I, we present the overall contributions of the top five conflicting contributors considering their absolute and relative numbers of conflicting merge scenarios. We organize Table I into three major parts. In the first one (Project), we show the overall number of merge scenarios
\[ \text{Id} \quad \text{#MS} \quad \text{#CMS} \quad \text{Contributor} \quad \text{#MS} \quad \text{#CMS} \quad \text{Conflict} \quad \%CMS \\
C1 \quad 1076 \quad 432 (40.15\%) \quad 866 (80.48\%) \quad 937 (91.90\%) \quad 364 (84.26\%) \quad 42.03 \%
C2 \quad 6665 \quad 422 (6.33\%) \quad 3167 (47.52\%) \quad 358 (84.83\%) \quad 306 (72.51\%) \quad 9.66 \%
C3 \quad 2737 \quad 345 (12.60\%) \quad 841 (30.73\%) \quad 178 (51.59\%) \quad 134 (38.84\%) \quad 15.93 \%
C4 \quad 2486 \quad 132 (5.31\%) \quad 1563 (62.87\%) \quad 116 (87.88\%) \quad 89 (67.42\%) \quad 5.69 \%
C5 \quad 4665 \quad 108 (2.31\%) \quad 998 (21.39\%) \quad 100 (92.50\%) \quad 90 (93.33\%) \quad 9.02 \%
\]

| #MS: number of merge scenarios, #CMS: number of conflicting merge scenarios, %CMS: percentage of CMS by MS of the contributor. |

Aiming at finding out if the rate of conflicting merge scenarios does not necessarily come only from high contributions to the majority of merge scenarios in the project.

Focusing on the percentages of columns #CMS (Contributor), we note that all contributors changed more than 50% of conflicting merge scenarios. Similarly, all contributors, except C3, committed code causing conflicts in the majority of the conflicting scenarios, as we see in the #CMS (Conflict) column of Table I. This is an indicator that these developers indeed influence the number of merge conflicts.

Aiming at finding out whether these contributors are isolated cases or recurrent practices of several developers in these projects, we compare the rate of conflicting merge scenarios in the project (3rd column) and the rate of conflicting merge scenarios of the contributor (last column in Table I). For instance, we see that the rate of conflicting merge scenarios of C1’s project is 40.15%. However, C1 has a higher rate of conflicting merge scenarios (42.03%) than its project. In fact, all contributors presented in Table I have a higher rate of conflicting merge scenarios than the general average data of their respective projects. In the case of C5, while the project rate of conflicting merge scenarios is 2.31%, she has a rate of 9.02%; i.e., four times higher. These results suggest that these five contributors have relevant impact on the high percentages of merge conflicts in their projects. Therefore, a deeper analysis in their code changes is needed to uncover what these specific developers do.

**RQ3 Finding 1:** Top conflicting contributors are not always involved with most merge scenarios in their respective projects, although they participated in most conflicting merge scenarios. In fact, their committed code is responsible for more merge conflicts that the average rate of conflicting merge scenarios in their projects which suggests that their coordination is crucial to the project success.

**B. Project Contribution Rules**

Previous work [1], [3], [27] have shown that several merge conflicts arise from formatting or from the location of code changes in a file. An easy way to minimize merge conflicts due to formatting and the location of the changes is through the definition of contribution rules. Contribution rules normally define the contribution process as well as the code style. Aiming at identifying whether these five projects have defined contribution rules, we looked at their README.md file searching for links to other files or definitions of contribution rules. Except for project D3, we found contribution rules for the other four projects. Furthermore, we observe that developers often defined contribution rules in a file named CONTRIBUTING.md. Aiming at finding out if the rate of conflicting merge scenarios increased or reduced after creating this file, we get the date this file was merged to the main branch for the first time and compare the number of merge scenarios with the number conflicting merge scenarios before and after the creation of this file.

In Table II, we present a summary of this analysis for the four projects with contribution rules defined. As we see in this table, most merge scenarios were created after the creation of the contribution rules file for all projects. For two of them, the creation of contribution rules dramatically reduced the share of conflicting merge scenarios from 14.96% to 3.73% and from 5.82% to 0.83%. For the other two cases, it does not seem to have an impact on the conflicting merge scenarios rate. Note that...
we evaluate neither the quality of the contribution rules nor the number of contributors in these two time frames; we only check if the file with contribution rules exists or not. Hence, other factors may influence the emergence of merge conflicts (limitations of this approach are discussed in Section VII). Anyway, we believe that adding contribution rules helps to avoid the emergence of simple merge conflicts and, consequently, the general number of merge conflicts.

**RQ. Finding 2:** The analysis of contribution rules diverges among projects. However, for most projects, we observed that the contribution rules may reduce the emergence of merge conflicts.

### C. Changed Files

We have the feeling that some files are conflict-prone because they change more often than other files or because they are somehow more central to the project. We investigated these assumptions in 4 ways.

First, in Table III, we present an overview of distinct files (i.e., files with different paths and names), all file versions (i.e., all versions of distinct files) for the five projects that C1-C5 contribute to as well as the number of distinct files and file versions with merge conflicts. A new version of a file arises when one or more developers change it in a merge scenario. To illustrate the data of Table III, look at the project of C1. In this project, there are 1824 distinct files of which 79 have merge conflicts. From these distinct files, we find 39202 versions of which 603 have merge conflicts. The rate of merge conflicts in distinct files is 4.33%, 3.78%, 4.46%, 3.30%, and 2.50% for the projects that C1, C2, C3, C4, and C5 contribute to, respectively. Hence, if all files change equally and considering an average of 4% conflict rate, the chance of emerging merge conflicts would be of around 1 in each 25 files changed. Looking at the number of file versions (#File versions column), we see that files often change. For instance, the 5930 distinct files of C2’s project changed 142533 times. If all files change equally (i.e., each file changed 24.90 times), the chance would be of at least one merge conflict in each file. However, as the 1717 merge conflicts were distributed over only 224 files, if they change equally, each of these files would have around 8 merge conflicts. Therefore, the main conclusion we can draw from this table is that files change often and merge conflicts are concentrated in a few files.

Second, in Table IV, we present the top-three files changed for the projects of C1-C5 with the number of merge scenarios emerging conflicts in these files and the percentage it represents. To illustrate, the two most changed files for the project that C1 contributed to (d3.js and d3.min.js) changed in 732 and 715 merge scenarios and had merge conflicts in 70 and 291 of them, respectively. It means that these files changed in 68.03% and 66.45% (732 and 715 out of 1076) of the merge scenarios of this project and in 9.56% and 40.70% of the times they changed, merge conflicts emerged. Therefore, we see that these files have a greater chance to change and to arise merge conflicts than the average of files of this project (9.56% and 40.70% against 4.33%). On the other hand, the third most changed file for the same project (package.json) had only 9 conflicts in the 425 merge scenarios that it changed (2.12%). From the top three files most change for the project of C5, only the first one have merge conflicts. This table supports our understanding that files that often change usually have more merge conflicts than files that change less frequently. However, only the number of changes may lead to wrong conclusions and the outcome may change from project to project.

Third, in Table V, we present the top-three conflicting files for the projects of C1-C5 with the number of merge scenarios emerging conflicts in these files and the percentage it represents. To illustrate, the top three conflicting files for the project that C2 contribute to (bootstrap-1.2.0.css, bootstrap.css, and bootstrap-1.0.0.css) have merge conflicts in 77.78%, 21.71%, and 25.93% of the times they changed, respectively. On the other hand, the top-three conflicting files for the C5 project cause merge conflicts in less than 2.00% of the times they changed. Note that only 5 files appear in both Table IV and Table V and that despite the majority of files in these five projects are JavaScript files, only 5 out of 15 files of Table V are JavaScript files. With these analyses, we conclude that frequently changed files are more conflict-prone than

---

**TABLE II**

Comparing Conflicting Merge Scenarios before and after the Creation of Contribution Rules

<table>
<thead>
<tr>
<th>Project Name</th>
<th>#MS before</th>
<th>#MS after</th>
<th>%CMS before</th>
<th>%CMS after</th>
</tr>
</thead>
<tbody>
<tr>
<td>bootstrap (C2)</td>
<td>1 544 (231)</td>
<td>5 121 (191)</td>
<td>14.96%</td>
<td>3.73%</td>
</tr>
<tr>
<td>meteor (C3)</td>
<td>526 (51)</td>
<td>2 211 (294)</td>
<td>9.70%</td>
<td>13.30%</td>
</tr>
<tr>
<td>webpack (C4)</td>
<td>99 (5)</td>
<td>2 387 (127)</td>
<td>5.05%</td>
<td>5.32%</td>
</tr>
<tr>
<td>freeCodeCamp (C5)</td>
<td>1 391 (81)</td>
<td>3 274 (27)</td>
<td>5.82%</td>
<td>0.83%</td>
</tr>
</tbody>
</table>

#MS: number of merge scenarios, %CMS: percentage of conflicting merge scenarios. The numbers in parenthesis stand for the number of conflicting merge scenarios.

**TABLE III**

Overview of Changed Files in Projects of Top-Five Conflicting Contributors

<table>
<thead>
<tr>
<th>Cont.</th>
<th>#Dist. Files</th>
<th>#Dist Files with Confl.</th>
<th>#Files versions</th>
<th>#File versions with Confl.</th>
</tr>
</thead>
<tbody>
<tr>
<td>C1</td>
<td>1 824</td>
<td>79 (4.33%)</td>
<td>39 202</td>
<td>603</td>
</tr>
<tr>
<td>C2</td>
<td>5 930</td>
<td>224 (3.78%)</td>
<td>142 533</td>
<td>1 717</td>
</tr>
<tr>
<td>C3</td>
<td>7 020</td>
<td>313 (4.46%)</td>
<td>114 757</td>
<td>1 129</td>
</tr>
<tr>
<td>C4</td>
<td>4 636</td>
<td>153 (3.30%)</td>
<td>92 266</td>
<td>275</td>
</tr>
<tr>
<td>C5</td>
<td>2 876</td>
<td>72 (2.50%)</td>
<td>52 875</td>
<td>138</td>
</tr>
</tbody>
</table>

Cont.: Contributor, #Dist. Files: number of distinct files, #Dist. Files with Confl.: number of distinct files with merge conflicts, #File versions: number of file versions, #File versions with Confl.: number of file versions with merge conflicts.
TABLE IV
Top-Three Files Changed over Time for Projects of C1-C5

<table>
<thead>
<tr>
<th>Cont.</th>
<th>Top-3 files</th>
<th>#MS</th>
<th>#CMS</th>
<th>%CMS</th>
</tr>
</thead>
<tbody>
<tr>
<td>C1</td>
<td>d3.js</td>
<td>732</td>
<td>70</td>
<td>9.56</td>
</tr>
<tr>
<td></td>
<td>d3.min.js</td>
<td>715</td>
<td>291</td>
<td>40.70</td>
</tr>
<tr>
<td></td>
<td>package.json</td>
<td>425</td>
<td>9</td>
<td>2.12</td>
</tr>
<tr>
<td>C2</td>
<td>dist/cos/bootstrap-min.css</td>
<td>2008</td>
<td>52</td>
<td>2.59</td>
</tr>
<tr>
<td></td>
<td>dist/cos/bootstrap.css</td>
<td>1928</td>
<td>137</td>
<td>7.11</td>
</tr>
<tr>
<td>C3</td>
<td>packages/meteor-tool/package.js</td>
<td>595</td>
<td>69</td>
<td>11.60</td>
</tr>
<tr>
<td></td>
<td>.../meteor-release-experimental.json</td>
<td>544</td>
<td>54</td>
<td>9.93</td>
</tr>
<tr>
<td></td>
<td>packages/webapp/package.js</td>
<td>497</td>
<td>24</td>
<td>4.83</td>
</tr>
<tr>
<td></td>
<td>package.json</td>
<td>1030</td>
<td>39</td>
<td>3.79</td>
</tr>
<tr>
<td>C4</td>
<td>lib/Compilation.js</td>
<td>651</td>
<td>7</td>
<td>1.08</td>
</tr>
<tr>
<td></td>
<td>lib/Parser.js</td>
<td>435</td>
<td>4</td>
<td>0.92</td>
</tr>
<tr>
<td></td>
<td>package.json</td>
<td>826</td>
<td>9</td>
<td>1.03</td>
</tr>
<tr>
<td>C5</td>
<td>seed/.../basic-javascript.json</td>
<td>677</td>
<td>0</td>
<td>0.00</td>
</tr>
<tr>
<td></td>
<td>server/boot/user.js</td>
<td>479</td>
<td>0</td>
<td>0.00</td>
</tr>
</tbody>
</table>

Cont.: Contributor, #MS: number of merge scenarios, #CMS: number of conflicting merge scenarios, and %CMS: percentage of conflicting merge scenarios over all merge scenarios.

TABLE V
Top-Three Conflicting Files over Time for Projects of C1-C5

<table>
<thead>
<tr>
<th>Cont.</th>
<th>Top-3 files</th>
<th>#MS</th>
<th>#CMS</th>
<th>%CMS</th>
</tr>
</thead>
<tbody>
<tr>
<td>C1</td>
<td>d3.min.js</td>
<td>715</td>
<td>291</td>
<td>40.70</td>
</tr>
<tr>
<td></td>
<td>d3.v2.min.js</td>
<td>203</td>
<td>88</td>
<td>43.35</td>
</tr>
<tr>
<td></td>
<td>d3.js</td>
<td>732</td>
<td>70</td>
<td>9.56</td>
</tr>
<tr>
<td>C2</td>
<td>bootstrap-1.2.0.css</td>
<td>216</td>
<td>168</td>
<td>77.78</td>
</tr>
<tr>
<td></td>
<td>bootstrap.css</td>
<td>631</td>
<td>137</td>
<td>21.71</td>
</tr>
<tr>
<td></td>
<td>bootstrap-1.0.0.css</td>
<td>324</td>
<td>84</td>
<td>25.93</td>
</tr>
<tr>
<td>C3</td>
<td>packages/meteor-tool/package.js</td>
<td>595</td>
<td>69</td>
<td>11.60</td>
</tr>
<tr>
<td></td>
<td>.../meteor-release-experimental.json</td>
<td>544</td>
<td>54</td>
<td>9.93</td>
</tr>
<tr>
<td></td>
<td>packages/babel-compiler/packages.js</td>
<td>396</td>
<td>41</td>
<td>10.35</td>
</tr>
<tr>
<td></td>
<td>package.js</td>
<td>1030</td>
<td>39</td>
<td>3.79</td>
</tr>
<tr>
<td>C4</td>
<td>test/.../StatsTestcases.js.snap</td>
<td>260</td>
<td>14</td>
<td>5.38</td>
</tr>
<tr>
<td></td>
<td>yarn.lock</td>
<td>379</td>
<td>8</td>
<td>2.11</td>
</tr>
<tr>
<td></td>
<td>seed/challenges/basic-javascript.json</td>
<td>471</td>
<td>9</td>
<td>1.91</td>
</tr>
<tr>
<td>C5</td>
<td>package.json</td>
<td>826</td>
<td>9</td>
<td>1.09</td>
</tr>
<tr>
<td></td>
<td>README.md</td>
<td>444</td>
<td>7</td>
<td>1.58</td>
</tr>
</tbody>
</table>

Cont.: Contributor, #MS: number of merge scenarios, #CMS: number of conflicting merge scenarios, and %CMS: percentage of conflicting merge scenarios over all merge scenarios.

including only files with merge conflicts. In this analysis, we find a Spearman’s rank correlation of 0.55 with 99% significance level (p-value < 2.2×10⁻¹⁶). Moreover, we believe that other data refinements, artificial intelligence techniques, and analysis considering characteristics of each project may increase even more this correlation.

**RQ3 Finding 3:** The analysis on changed files reveals that files changing more often are conflict-prone. In addition, we also found that merge conflicts are concentrated in a few files and argue that better predictions of merge conflicts can be achieved by considering historical and characteristics of each project.

**VII. Threats to Validity**

We discuss below possible construct, internal, conclusion, and external threats to the study validity [50].

**Construct Validity.** Construct validity concerns inferring the result of the experiments to the concept or theory [50]. For instance, we used only metrics based on frequency of changes to classify developers between top and occasional contributors. This poses a threat that the metrics do not accurately capture actual scenarios of distributed software development. However, we believe this threat does not invalidate our main findings since existing evidence [28], [48] indicates that these metrics accurately reflect the developers’ perception. Additionally, to answer RQ3, we focus only on the existence of contribution rules in a specific file (CONTRIBUTING.md). For instance, we did no evaluate neither the quality of these contribution rules. A further study could investigate other characteristics of the contribution rules, such as its extension and clarity.

**Internal Validity.** Threats to internal validity are influences that can affect the independent variable to causality [50]. In our case, this threat may refer to the chosen dataset. For instance, since we selected projects from different programming languages, one or a few languages could have dominated our dataset. To minimize this threat, we excluded less popular JavaScript projects until they do not represent more than 50% our dataset. We excluded 6 projects with this filter. Another threat is the choice of only 5 subject projects to answer RQ3. We selected them because they are large (i.e., 22.39% of all investigated merge scenarios and 36.43% of all conflicting merge scenarios). Hence, we investigated 1 439 out of 3 950 conflicting merge scenarios. It brings a confidence level of 99% within ±3% margin of error that we are measuring a significant amount of conflicting merge scenarios.

**Conclusion Validity.** Threats to the conclusion validity are concerned with issues that affect the ability to draw the correct conclusion between the treatment and the outcome [50]. In our study, a potential threat to conclusion validity is the reliability of the data extraction, since not all information was clear to answer the research questions. As a result, some data had to be inferred and sometimes others, but that the results may vary from project to project. Hence, merge conflict prediction strategies may have better performance when learning with previous merge scenarios of a project, i.e., there is no silver bullet strategy across projects. However, we also argue that the performance will depend on the specific characteristics of a project (e.g., life-cycle, domain, type of project, and programming language).

Fourth, with the knowledge acquired from previous discussion, we compute the Spearman’s rank correlation between the number of times each file changed and the number of times code changes caused merge conflicts for all subject projects. Spearman’s rank correlation is more adequate for our analysis than Pearson’s correlation because our data do not have a normal distribution [22]. We find a Spearman’s rank correlation of 0.26 with 99% significance level (p-value < 2.2×10⁻¹⁶). Since some files are more conflict-prone than others (see discussion of the 2nd and 3rd investigations above), we refine our analysis
cross-discussions among the paper authors took place to reach a common agreement.

**External Validity.** Threats to external validity are conditions that limit our ability to generalize the results of our paper [50]. Our data come from GIT and GitHub platforms and we restricted our analyses to projects following the three-way merge pattern. Therefore, we cannot generalize our results to other platforms, projects, development patterns, and developers. While more research is needed to allow generalization, we select and analyze a largely used platform and a high number of software projects from various domains, programming languages, sizes, and coordination practices.

**VIII. Related Work**

In this section, we discuss studies related to merge conflicts and developer classification to support the organizational structure of open-source software (OSS).

Merge conflicts have a negative effect on project’s objectives compromising the project success, especially when arising frequently [21], [40]. Hence, researchers have investigated, for instance, merge strategies [3], [4], prediction strategies [9], [21], [26], awareness tools [6], [26], [40], tried to understand types of code changes related to conflicts [1], [17], [28], and strategies to efficiently resolve merge conflicts [18], [29], [34], [48]. For instance, Ji et al. [23] empirically investigated merge conflicts and resolutions in Git rebase scenarios. Their results suggest that rebases are often performed (about 8% of pull requests have rebases and 41% have two or more rebases). Several rebases are performed for the purpose of reducing reviewing changes in pull requests. About 25% of rebases involve textual conflicts, and approximately 29% of conflict rebases involve the introduction of new tokens. This study is particularly interesting because it emphasizes how complex the conflicting merge scenarios can be in practice, and how important it is to assist developers in resolving merge conflicts. As another example, Gonzalez and Fraternali [18] investigated merge conflict resolution, but now through the proposal and evaluation of a strategy that extends Git Rerere (REuse REcorded REsolution) with novel features. Git Rerere was designed to automatically resolve conflicts that are similar to previously solved conflicts. Their results suggest that the tool can resolve about 49% of the conflicts generated during the merge process, with most solutions being similar or the same as solutions manually performed by developers. This study is particularly interesting because it suggests that several merge conflicts have limited size, i.e., they involve one or two lines of code, and their solutions are significantly simple. Such finding is inline with our discussion regarding the importance of project contribution rules to resolve simple merge conflicts (see Section VI-B).

On the other hand, researchers have classified developers aiming at understanding the organizational structure of OSS [7], [10], [13], [24], [33], [39], [44]. For instance, Mockus et al. [33] found empirical evidence for the MOZILLA browser and the APACHE WEB server that a small number of developers are responsible for approximately 80% of the code modifications. Their approach consists of counting the number of commits made by each developer and then computing a threshold at the 80% percentile. Although using a different approach, their result is inline with our results and also inline with previous work [13], [39], [44]. As another example, Joblin et al. [24] empirically classified developers into core and peripheral to model the organizational structure using network metrics (e.g., degree- and eigenvector-centrality) and analyzed how the set of core developers changed over time.

Despite the number of studies exploring merge conflicts and developer roles separately, we lack studies specifically focused on the contribution degree of different types of OSS developers to the occurrence of conflicting merge scenarios. We fill this gap performing three analyses first getting an overview on the topic and later looking deeper at the impact of code contribution patterns of developers of 5 projects as well as to their source code changes and the influence of project contribution rules on the emergence of merge conflicts. Our results bring an understanding of which developer roles and source code changes are related to merge conflicts. Furthermore, we provide implications and directions to researchers and practitioners avoiding conflicting merge scenarios.

**IX. Conclusion**

In this paper, we presented a large-scale quantitative study which investigated what is behind developer contributions on conflicting merge scenarios. Our results suggest that 62.6% of the contributors are involved only once with merge conflicts and only 3.8% are involved with more than 10 merge conflicts. Based on these results, we argue that training this small group of contributors could significantly reduce the number of merge conflicts. We also found that in 42 projects out of 66 the top contributors is also the top conflicting contributors.

As future work, we plan to expand our analysis to include fine-grained measures like the size of conflicting files or compare the conflicting lines of code by top-contributors and include data from proprietary software systems. Another possible direction for future work is to survey developers with a large rate of conflicting contributions to investigate their perception of bad practices that cause merge conflicts.
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